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Class lifecycle

The entire lifecycle of a class, from the time it's loaded into the virtual machine's memory
to the time it's unloaded, can be summarized into seven phases: loading, verification,
preparation, resolution, initialization, using, and unloading. The verification, preparation,
and resolution phases are collectively referred to as linking.

The sequence of these 7 stages is shown in the figure below:
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Class loading process

Class files need to be loaded into the virtual machine before they can be run
and used. So how does the virtual machine load these Class files?

The system loads Class files in three main steps: loading -> linking -> initializatie
The linking process can be further divided into three steps: verification -> prepar“
-> parsing .
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See Java Virtual Machine Specification - 5.3. Creation and Loading for details .

load

The first step in the class loading process mainly completes the following three things:

1. Gets the binary byte stream that defines this class by its full class name.

2. Convert the static storage structure represented by the byte stream into the runtime
data structure of the method area.

3. Generate an object representing the class in memory Class as the access entry for the
data in the method area.

The three points above in the virtual machine specification are not specific and therefore
very flexible. For example, "obtaining the binary byte stream defining this class by its fully
qualified class name" doesn't specify where or how to obtain it (e.g., from the ZIP network
, dynamically generated during runtime using dynamic proxy technology, or generated
from other files ). JAR EAR WAR JSP

The loading process is primarily accomplished through class loaders, which we'll ‘
cuss later. There are many different types of class loaders, and when we want
to load a class, the specific class loader that loads it is determined by the par-
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ent delegation model (although this can be broken).

Class loaders and the parent delegation model are also very important knowledge
points, which are covered in detail in the article "Detailed Explanation of Class
Loaders" . When reading this article, just know that they exist.

Each Java class has a reference to the class that loaded it ClassLoader . However, the ar-

ray class is not ClassLoader created by, but is automatically created by the JVM when

needed. When the array class getClassLoader() is obtained through the method
ClassLoader , the element type of the array ClassLoader is consistent.

The loading phase of a non-array class (the action of obtaining the binary byte stream of
the class during the loading phase) is the most controllable phase. We can complete this
step and also customize the class loader to control how the byte stream is obtained (over-
ride a class loader's loadClass() method).

Some actions in the loading phase and the linking phase (such as some bytecode file format
verification actions) are performed in an interleaved manner. The linking phase may have
already begun before the loading phase is completed.

verify

Verification is the first step in the connection phase. The purpose of this
phase is to ensure that the information contained in the byte stream of the
Class file complies with all the constraints of the Java Virtual Machine
Specification and that this information will not endanger the security of the
virtual machine itself when it is run as code.

The verification phase consumes relatively more resources than the entire class loading
process, but it is necessary to effectively prevent the execution of malicious code. At all
times, program security is the top priority.

However, the verification phase isn't mandatory. If all code running in your program (in-
cluding code written by you, from third-party packages, loaded from external sources, and
dynamically generated code) has been repeatedly used and verified, you can consider using

-Xverify:none the " parameter to disable most class verification measures during pro-
duction implementation to shorten VM class loading time. However, it's important to note
that **° —Xverify:none and -noverify " are deprecated in JDK 13 and may be re-
moved in future JDK versions.

The verification phase mainly consists of four inspection stages:

https://javaguide cn/java/jvm/class-loading-process.html#4J 151k 4/10


https://javaguide.cn/java/jvm/classloader.html
https://javaguide.cn/java/jvm/classloader.html
https://javaguide.cn/java/jvm/classloader.html

9/22/25,11:14 PM Detailed explanation of the class loading process | JavaGuide

1. File format verification (Class file format check)

2. Metadata validation (bytecode semantic checking)

3. Bytecode verification (program semantics checking)

4. Symbol reference verification (class correctness check)
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The file format verification phase is performed on the class's binary byte stream. Its prima-
ry purpose is to ensure that the input byte stream is correctly parsed and stored in the
method area, and that the format meets the requirements for describing Java type infor-
mation. Aside from this phase, the remaining three verification phases are performed on
the method area's storage structure and do not directly read or manipulate the byte stream.

The method area is a logical area within the JVM's runtime data area, a memory area
shared by all threads. When the virtual machine uses a class, it reads and parses the
class file to obtain relevant information and then stores it in the method area. The
method area stores information about classes loaded by the virtual machine,
fields, methods, constants, static variables, and the code cache compiled by
the just-in-time compiler .

For a detailed introduction to the method area, it is recommended to read the article
Java Memory Area Detailed Explanation .

Symbolic reference verification occurs during the parsing phase of the class loading .
process. Specifically, it is when the JVM converts symbolic references into direct references
(symbolic references and direct references will be introduced in the parsing phase).
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The main purpose of symbol reference verification is to ensure that the parsing phase can
be executed normally. If the symbol reference verification fails, the JVM will throw an ex-
ception, such as:

e java.lang.IllegalAccessError : This exception is thrown when a class attempts to
access or modify a field that it does not have permission to access, or to call a method
that it does not have permission to access.

e java.lang.NoSuchFieldError : This exception is thrown when a class attempts to
access or modify a specified object field and the object no longer contains the field.

e java.lang.NoSuchMethodError : This exception is thrown when a class attempts to
access a specified method and the method does not exist.

Prepare

The preparation phase is the stage where memory is allocated for class vari-
ables and their initial values are set . This memory is allocated in the method area.
There are a few things to note about this phase:

1. At this time, memory allocation only includes class variables (static variables,
static variables modified by the keyword, and associated only with the class, hence
the name class variables), not instance variables. Instance variables are allocated on the
Java heap along with the object when it is instantiated.

2. Conceptually, all memory used by class variables should be allocated in the method
area . However, one thing to note is that before JDK 7, when HotSpot used the
permanent generation to implement the method area, the implementation was
completely consistent with this logical concept. In JDK 7 and later, HotSpot has moved
the string constant pool, static variables, and other objects originally placed in the
permanent generation to the heap. At this time, class variables are stored in the Java
heap along with the Class object. Related reading: "In-depth Understanding of the Java
Virtual Machine (3rd Edition)" Errata #75

3. The initial value set here is usually the data type's default zero value (e.g., 0, 0L, null,

false, etc.). For example, if we define it public static int value=111, the initial
value of the value variable during the preparation phase is 0, not 111 (which is assigned
during the initialization phase). Special cases: For example, if the final keyword is added
to the value variable public static final int value=111, the value during the

Zero values of basic data types : (Image from "In-depth Understanding of the Java
Virtual Machine" 3rd Edition 7.3.3)

preparation phase is assigned to 111.
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int 0 boolean false
long oL float 0.0f
short (short) 0 double 0.0d
char "\w0000 " reference null
byte (byte) 0

Analysis

The resolution phase is the process by which the virtual machine replaces
symbolic references in the constant pool with direct references. Resolution is
performed on seven types of symbolic references: classes or interfaces, fields, class meth-
ods, interface methods, method types, method handles, and call qualifiers.

Section 7.3.4 of the third edition of "In-depth Understanding of the Java Virtual Machine"
explains symbolic references and direct references as follows:
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For example, when a program executes a method, the system needs to know exactly where
that method is located. The Java Virtual Machine (JVM) maintains a method table for each
class, storing all of its methods. To call a class method, simply knowing the offset of the
method in the method table allows direct invocation. By resolving the symbolic reference,
the target method's location in the class's method table can be directly converted to the
method's location within the class, allowing the method to be called. ‘
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In summary, the parsing phase is the process in which the virtual machine replaces the
symbolic references in the constant pool with direct references, that is, obtaining the point-
er or offset of the class, field, or method in memory.

initialization

The initialization phase is <clinit> () the process of executing the initializa-
tion method and is the last step of class loading. At this step, the JVM begins
to actually execute the Java program code (bytecode) defined in the class.

Note: <clinit> () The method is automatically generated after compilation.

<clinit> () The virtual machine ensures the safety of calling the method in a multi-
threaded environment. Because the <clinit> () method is thread-safe with a lock, class
initialization in a multi-threaded environment may cause multiple threads to be blocked,
and this blocking may be difficult to detect.

For the initialization phase, the virtual machine strictly regulates that there are only 6 cas-
es in which the class must be initialized (the class will only be initialized if it is actively
used):

1. When encountering new , getstatic , putstatic or invokestatic these 4 bytecode
instructions:

o new : Create an instance object of a class.

o getstatic, putstatic : Read or set a type's static field ( final except for static
fields that have been modified and have put the results into the constant pool at
compile time).

o invokestatic : Call a static method of a class.

2. When using java.lang.reflect the package method to reflectively call a class, such as
Class.forName("...") , newInstance() etc. If the class is not initialized, its
initialization needs to be triggered.
3. Initialize a class. If its parent class has not been initialized, the initialization of the
parent class will be triggered first.
4. When the virtual machine starts, the user needs to define a main class to be executed (
main the class that contains the method), and the virtual machine will initialize this
class first.
5. MethodHandle and VarHandle can be regarded as lightweight reflection calling
mechanisms. In order to use these two calls, you must first use .
findStaticVarHandle to initialize the class to be called.
6. "Supplement, from issue 745 ' When an interface defines a default method newly
added in JDKS8 (an interface method modified by the default keyword), if an
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implementation class of this interface is initialized, the interface must be initialized
before it.

Class Unloading

The uninstallation section comes from issue#662 and is supplemented by guangi19_.

Unloading a class means that the Class object of the class is GCed.
Uninstalling a class needs to meet three requirements:

1. All instance objects of this class have been GCed, which means that there are no
instance objects of this class in the heap.

2. This class is not referenced anywhere else

3. The class loader instance of this class has been GCed

Therefore, during the JVM lifecycle, classes loaded by the JVM's own class loader will not
be unloaded. However, classes loaded by our custom class loader may be unloaded.

Just think about it, the JDK's built-in class loader BootstrapClassLoader is

ExtClassLoader responsible AppClassLoader for loading the classes provided by the
JDK, so they (class loader instances) will definitely not be recycled. However, our custom
class loader instances can be recycled, so classes loaded using our custom loader can be
unloaded.

refer to

¢ Deep Understanding of Java Virtual Machine

e Practical Java Virtual Machine

e Chapter 5. Loading, Linking, and Initializing - Java Virtual Machine Specification:
https://docs.oracle.com/javase/specs/jvms/se8/html/jvms-5.html#jvms-5.4
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